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-
Front Matter Cocoon: Building XML Applications is a comprehensive hands-on guide to
Table of Contents the Apache open source project, Cocoon. Cocoon isan XML publishing
About the Author platform already being used by companies such as Hewlett Packard and
Examples institutions such as NASA to build their next generation of Internet

architectures. Developers, administrators and managers will find this
detailed resource an invaluabl e tool whether you are looking for
introductory information on XML/XSL technologies, starting out with the
open source platform or seeking a guide to extending Cocoon with
additional components.

This book combines the knowledge of a key Cocoon developer with the
experience of someone who has been building and writing about Internet
applications since the early 1990’s. It begins by explaining the advantages
of XML, then guides the reader through the process of setting up Cocoon
and details the architecture from a user’s as well as a developer’s point of
view. The varied examples, from the typical Hello World program to a
complete news portal aso help to provide an insight into applying open
source software to "real world" problems. A detailed reference section
documents the various components available in Cocoon and provides the
developer with the necessary API documentation.


http://safariexamples.informit.com/0735712352/Examples/
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Introduction

Welcome to Cocoon: Building XML Applications. We decided to write this book to
provide additional documentation on the Cocoon open-source project. However, we also
wanted to embed the Cocoon-specific information in amore-general XML application
context. Therefore, we have included information that we hope is helpful for anyone
starting out with XML.

Who Should Read This Book

This book was written for awide audience. If you are currently wondering whether your
application architecture should move to XML, this book provides some answers. Readers
who have aready decided on an XM L-based architecture will find information on
open-source software that will help them build that architecture. The main audienceis
obviously readers who are interested in the open-source XML publishing platform
Cocoon.

Asfor the skill set you need in order to read this book, it is written for both the
guru-developer and the site administrator. If you are more of a manager, you will aso
find interesting information that will help you decide which technology to employ when
building XML applications.

Who This Book Is Not For

If you are totally into Microsoft solutions, perhaps thisis not exactly the right book for
you. Although you will still find helpful information on XML in general, most of this
book centers around open-source software.

Overview

This book begins with an introduction to Internet applications in general and describes
how those applications have been built over the years. It also details the drawbacks of
HTML as abase for modern application architectures and lists the many challenges that
must be met by new Internet-based solutions.

We continue by introducing XML and XML-related technologies as away to build
modern application architectures. The advantages of using XML are listed, and we
introduce availabl e software components. Using a flexible XM L-based framework, such
as Cocoon, allows applications to be built quickly and cost-effectively.

We then explain how to install Cocoon and provide a guide for setting up a
Cocoon-based system. All the needed software is contained on the companion CD.

After you have set up Cocoon, it istime to put some of the basic concepts and
components to work. The first “hands-on” chapter contains different examples that show



you how Cocoon can be used to build various types of XML applications. All the detailed
solutions can be built using the components available in the Cocoon distribution and
without any Java know-how.

Throughout this book, you will build more-advanced solutions in separate chapters. After
each section of the book, you will use what you have learned to build different versions
of anews portal. Each version expands on the previous one and introduces new concepts.

After you build the first version of the news portal, we go into more detail on the Cocoon
architecture, but we still do this from a user perspective. The new concepts are then used
to enhance the portal you developed.

The next two chapters cover Cocoon from a devel oper perspective. They require a
working knowledge of Javain order for you to understand Cocoon’ s inner workings and
how to design new components that can be used to extend the platform.

The chapter that covers the advanced version of the news portal looks at how Cocoon
provides different ways of reaching the same goal and provides some tips on when to use
which technology. This theme is expanded in the following chapter, where we take a step
back from the technical side and provide someinsight into designing applications based
on Cocoon.

The final chapter contains an outlook on Cocoon'’ s future and describes some of the
developments that did not make their way into the release of Cocoon we used when
writing this book.

The appendixes round out the book and provide additional information such as API and
component documentation, links to more information on the web, and a description of the
companion CD.
Conventions Used in This Book
This book follows a few typographical conventions:

e A new term appearsin italic when it is introduced.

e Program text, functions, variables, and other “computer language” are setin a

fixed, monospace font.
e Atthebeginning of aline of codeindicatesit is part of the line aboveit.
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Chapter 1. An Introduction to Internet Applications

Apart from being something you would normally associate with butterflies or a
Hollywood movie, Cocoon is also the name of an open-source project. It isan
XML/XSL-based framework, written in Java, that enables you to build dynamic Internet
applications, such as the ones that serve up your favorite web pages or give you your
account balance when you access your bank over the Internet or via your mobile phone.

These applications typically lie between the client you are using, such as an Internet
browser, and the systems that provide the data. So an Internet application built with
Cocoon to serve up your account information runs on a system that your browser contacts
and then connects to, say, a mainframe to obtain the necessary details.

Although there are already Internet applications that do all these things, traditional
systems are till unable to solve many problems in an effective manner. Cocoon, because
of its architecture and the technologies it incorporates, provides a better solution for
realizing Internet applications, especially when a high degree of flexibility (both in
publishing and systems integration) is necessary.

The first questions peopl e often ask when confronted with new software products are
“Why?” and “How?” Why do | need yet another product, and how can | useit to solve
my problems? In order to answer the question of why Cocoon is heeded, we must look at
how Internet applications are written today, how they were written in the past, and what
problems modern application architectures still need to solve.

This chapter discusses the history of Internet applications and the key areas that any
Internet solution needs to resolve. We will then introduce you to the world of Cocoon and
show how you can useit to build applications that can range in shape and size from a
simple picture gallery to afull-blown personalized news portal. We will also show you
how to extend Cocoon to meet your specific needs.

But before we go on to what you might be able to do in the future, we need to take alook
at the past.

A Brief History of Internet Applications
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Even though the popular Internet is still relatively young, dating back to the early 1990s,
the way Internet applications are written has changed considerably over the past decade.

During the time we have been writing about the Internet and writing applications for the
Internet, we have seen it change from an exotic underground “thing” to being a part of
our everyday lives. Internet applications have grown up from being just collections of
static pages and now offer dynamic and personalized solutions. Internet access is no
longer confined to simple browsers but is now available via your phone or car radio.

Currently, our main focus is on software for financial institutions in Germany. Financial
ingtitutions are interesting companies to write software for, because they are very quick to
latch onto new technologies, and they have a diverse base of both software and hardware
to write programs for. They also offer one of the oldest online applications around: online
banking.

Using this application, we will show you how the development of thistype of solution
has changed over the years. In this chapter, our historical journey startsin 1995, the year
before we wrote our first Internet banking solution. (We will take you back even further
intimein Chapter 2, “Building the Machine Web with XML.")

Static Pages

In February of 1995, the most popular server software on the web was the public-domain
HTTP daemon devel oped by Rob McCool at the National Center for Supercomputing
Applications, University of Illinois, Urbana-Champaign. NCSA also developed Mosaic,
one of the first web browsers.

The first Internet applications to go public on these platforms were made up of static
HTML pages. These pages were used to publish unchanging information over the
Internet. Users who could code HTML and knew exactly which data they wanted to
present authored these HTML pages. If the data changed, the HTML pages had to be
completely reauthored and deployed to the web server.

Thefirst generation of web servers (such as Microsoft’s Internet Information Server 1.0)
could serve these pages over the Net, as shown in Figure 1.1, and provided alimited
means of integrating data (such as via a specific database extension called Internet
Database Connection). The first-generation web servers also provided away of passing
requests on to external programs via a standardized interface called CGI. (We will look at
CGl in the next section.)

Figure 1.1. A web server delivers static HTML.

12
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Most of the web applications we wrote during this period were more concerned with
showing potential customers what this “web thing” was, so we concentrated on static
HTML with a set layout. Basically, we learned HTML as we went along, so the simple
pages we built contained just the basic tags and the colors that |ooked best on the
particular browser we were using. Fortunately for us, at that time very few programs were
able to present these HTML pages, so no one was yet worried about being able to publish
flexibly for different applications and devices.

Being able to see the pages that had just been deployed to a web server from alocation
that was miles away was a completely new experience for most people. It caused quite a
sensation when it became possible to view information that someone had made available
on the other side of the globe.

Even though at that time mostly static information was being published (at least we were),
it quickly became clear to us that applications such as the online banking solution

German banks already had (of which you will read more in Chapter 2) would eventually
migrate to the Internet world.

At the beginning of 1996, our company decided to attend one of the first online trade
fairsin Hamburg, Germany. Because we had a history of writing software for banks and
had also already worked on online banking projects, it seemed like a good idea to present
an Internet-based version of this application and see what peopl€e’ s reactions would be.

13



Thefirst version of the Internet banking solution we built fit entirely on one floppy disk
(and this included the Netscape browser). Of course, this simple application couldn’t
really do anything. It was more of a presentation in HTML, demonstrat-ing how this sort
of application might look and fedl in the future.

Working in the financial industry means you get to play with lots of interesting hardware,
such as Automatic Teller Machines (ATMSs). In 1996, some ATMs were already
completely PC-based and ran operating systems such as Windows NT. This meant that
they could run a browser such as Netscape just as well as anormal PC or workstation.

So, in Hamburg, we presented our online banking solution running on a desktop PC and
an ATM at the same time. This might seem simple today, but in 1996 it was one of the
first times an application had been used to present the same information over different
channels (aPC and an ATM).

Today, being able to present the same information on different devices at the sametimeis
called multichannel. For corporations, such as banks, it is becoming increasingly
important to provide applications that can be accessed by various devices and
applications. For such companies, each device or application is considered a separate
(sales) channel.

Multichannel solutions, such as online banking via browser or mobile phone, are now
commonplace—and this is one of Cocoon’s key strengths. The multichannel concept that
Cocoon enablesis far more flexible than what we could do in 1996, because it allows the
same information to be presented differently for each separate channel. This means that
you can publish identical datato, say, a PC and a mobile phonein different formats.
Cocoon also allows for such things as the time of day and even the weather to be taken
into consideration when the pages are generated.

Static HTML pages are fine for publishing information that doesn’t change too often, but
they are no good for dynamic information or for use in applications.

For the Internet to become a success as an infrastructure for applications, a more dynamic
way of publishing HTML pages was needed, and the available Internet servers needed to
support this by offering the necessary components and interfaces.

Programmable Components

Thefirst role web servers played was that of afile server. The browser requested a
particular file, and the web server read that file from the hard drive and returned it to the
client. In order to allow the HTML file to be changed or generated dynamically before
being returned, the web server had to provide some way of hooking up to the serving
process.

One way of doing this was by passing the request to an external program by way of a
defined interface. The Common Gateway Interface (CGI) was defined for this purpose,
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and programs supporting this interface could be written in a variety of languages (such as
Perl or C). CGI has been around almost as long as web servers themselves. It originally
was supported by version 1.0 of the NCSA HTTPD server in 1994. The code from the
NCSA server went on to become the basis of the now-popular Apache web server.

Another alternative was the provision of a defined interface inside the web server for
programmable components (as opposed to applications). Interfaces such as Microsoft’s
ISAPI and Netscape' s NSAPI alowed you to plug your own components (such as
dynamic link libraries, in the Windows world) into the web server.

Because the web server passed the incoming request to either the external application or
the component, it was then possible to generate the resulting HTML page dynamically.
Because the components contained logic and were able to interface with existing data or
applications, thiswas the first step toward building truly dynamic web solutions.

Instead of just being able to serve static pages, the web server now could return pages
that were generated on-the-fly. Each component was then written for a specific purpose
and could handle a defined set of requests. So, for example, a module written to provide
HTML pages containing the current weather situation would receive all the incoming
requests for the weather. Before generating the HTML page, the component would first
access the current weather data from a database and then generate the resulting page to
include exactly that data.

When we decided to write the components to provide an Internet banking solution, we
defined our own templates for each page we wanted to return. Instead of the whole
HTML page being dynamically generated, the component would read in the correct
template and fill in the missing pieces, adding the data it had obtained from the external
banking system to build the page. Figure 1.2 shows how this works.

Figure 1.2. An integrated component generates HTML from a template.
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Using the architecture shown in Figure 1.2, we designed one of the first Internet banking
solutionsin Germany and installed it in 1997. That solution was able to integrate
financial data obtained from other sourcesinto HTML templates. The end result was a
complete HTML page that contained your bank account information and provided your
banking transactions to date.

The solution started out running on Microsoft’s 11S 2.0. We were really pleased that we
could generate the HTML output using our own template language. Our HTML generator
even allowed you to script inside those templates, providing smpleif-then-else
combinations. At runtime, our HTML generator interpreted the scripting commands
inside the templates and alowed the HTML to be built, dependent on some data obtained
for the customer. A ssimple example was to format the account balance in red if the value
was negative.

Because at that time none of the web servers provided a standardized way of writing
templates and scripts, we wrote our own little scripting language. Of course, the
disadvantage was that only our component could understand the language, and that
component ran on only a specific vendor’s web server. But al in al, it worked quite well.
The solution we wrote in 1997 was not replaced until the middle of 2001, even though
other alternatives of writing Internet applications appeared soon after we installed our
first version.

Scripting Languages

16



About two days after we installed the solution in 1997, Microsoft released the first
version of its Active Server Pages (ASP) technology. The world of building Internet
applications changed abruptly.

In addition to allowing programmable components to be integrated, the servers began
providing for scripting languages. Scripting languages such as Microsoft’s ASP and the
Java-based Java Server Pages (JSP) were developed to allow HTML to be generated
on-the-fly as opposed to being served from a static file.

These scripting languages became very popular, and many of today’ s Internet
applications are written using one of them.

These languages allow you to author your page, including scripting commands that
control how the resulting HTML page is built. Because these scripting languages are
edited in normal text files and do not need to be compiled by the author, they have
opened up the world of web applications to people who would not normally write
software.

Writing a script using alanguage such as JSP means that any web server that supports
JSP, either itself or by way of an additional component, is able to understand that script
and process it to build the resulting HTML page. Figure 1.3 shows how scripting can be
used inside an Internet application architecture.

Figure 1.3. Standardized scripting allows dynamic HTML generation.
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This means that the templates can be shared between servers running the same scripting
engine. Internet applications written in thisway basically consist of alibrary of scripts.
The web server maps each request to a particular script at runtime.

In itself, just being able to control how the page is built is not enough to be able to build
dynamic applications that incorporate data from external systems. Therefore, each of the
different scripting languages provides some way of accessing such things as a database or
of keeping track of who is currently accessing the site and using the online banking
application.

By the end of 1997, it became clear to us that any further versions of our online banking
solution needed to be based on one of these scripting technologies. Therefore, in 1998 we
started to design and build the next version of our Internet banking platform—using ASP.

That solution allowed the dynamic creation of HTML pages using scripting templates.
The customer’ s account information was integrated into the HTML pages by way of
specific components that accessed the mainframe and returned the data needed. The way
these components were written allowed them to be easily integrated into the scripting
process.

On the whole, using ASP made it easier to write the new version of the online banking

application, but unfortunately, other things were going on that gave us quite afew
headaches.
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Starting in late 1996 and continuing until well into 1999, Microsoft and Netscape fought
the “browser wars.” This meant that new versions of both programs were released nearly
every week (at least, it seemed likeit). It didn’t really affect us until we actually had to
write applications to support the different versions. When we started planning the online
banking solution for our customer, the Microsoft browser version we were supposed to
support was Internet Explorer (IE) 3.0. During the time the application was written, new
versions appeared and had to be supported inside our solution. When the application went
into production, the newest |E version was 5.0.

Our headaches were caused by the fact that each browser vendor had (and perhaps il
has) a unique view of what correct HTML should look like. Even different versions of the
same browser did not render HTML in the same way. Thefirst versions of our

application could not be displayed on some of the available browsers because of these
differences.

There was only one way to get around this problem, and that was for the scripting inside
the ASP pagesto allow for these different versions. Luckily, browsers send a piece of
information to the server, telling who they actually are. Thisinformation includes the
name and version number. Thisinformation can then be interpreted by the server
application.

However, this also meant that our ASP pages became riddled with browser-specific
commands. Depending on the browser type or version, different HTML fragments had to
be generated into the finished page. This caused the whole solution to become very hard
to maintain and extend. Listing 1.1 shows what the ASP then looked like. In this case, a
specific function was added to the generated page if Netscape version 4 was being used.

Listing 1.1 Sample ASP Code

<% iIf Session("'browsername'™) = "Netscape' and
Left(Session(""browserversion'™), 1) = "4"™ then %>
function button_Print() {
window.print();

}

<% end if %>

Every time anew browser version appeared, it had to be incorporated into the scriptsto
be sure it received the HTML it could render. This approach works, but it is not easy to
extend and maintain. It is also not very flexible, because each time you want to change
something for a particular browser, you have to make sure there areno side effects.

Flexible Publishing
The scripting approach works well when you are serving information in only one format
to one particular device or application. When you decide to serve the same datainto a

different format, such as Wireless Markup Language (WML) for mobile phones, then you
are faced with the problem of rewriting the application to provide for this new format.
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When the customer who was running our first Internet banking application decided to
support mobile phones, they had a completely new application developed. This
application was written with the specific goal of serving data, scraped out of the
generated HTML pages into the WML format required by phones. Indeed, many content
providers did exactly this when using mobile phonesto surf the Net started becoming
popular, especially in Europe and Japan. Because of the way applications were being
developed—and, for the most part, still are today—each different format is thought of as
requiring a separate application.

Another drawback—and perhaps even worse—is the fact that the scripting approach does
not help you truly separate the layout design from the data you want to display. The same
people responsible for laying out the graphical design of the HTML page are forced to
know about the data and how to access it. Also, because of the way script pages are
integrated into the software that hosts them, the same person has to worry about the
architecture of the complete application.

Aswe saw from the way we were building applications based on ASP, the same person
who authored the code to access the data from inside those pages was designing the pages.
Apart from how the pages were filling up with the specific commands we mentioned
earlier, it became increasingly difficult to maintain acommon look and feel for the whole
application, because the different authors were changing the look of the pages they
worked on.

Some scripting languages support the use of libraries of reusable code—and this does
help when large applications are built. However, when we looked at some of these
libraries being used by ourselves and also by our customers, we found that not only was
code being put into them, but the look and feel was contained in the code libraries as well.
So, what in fact was happening was that portions of the complete page were being stored,
making it just as hard to adapt the code for new formats.

Another problem is maintaining sites written in scripting languages. Imagine a
mission-critical application that contains perhaps 200 separate script pages. As soon asit
isin production, the application doesn’t suddenly stop existing. It is constantly extended
and bug-fixed. New versions are released as new functions in the application become
available. How do you manage to rescript the application for a new format such asWML
without affecting the stability you might have already achieved?

Thisis exactly the situation in which we found ourselvesin 1999.

During that summer, our customer told us that they wanted to be the first bank in
Germany to support mobile phones and Personal Digital Assistants (PDAS) using WML.
Even though WML was written for mobile phones, the PDAs adopted this format as well
because it was easier for the software to display than HTML. This made us take a step
back from the way we had designed Internet solutions up to that point. At that time,
supporting the various browsers in the different types of mobile phones was far harder
than supporting the leading PC browsers.
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We took aclose look at this upcoming “standard” of WML and the “standard” devices
that were slowly emerging. After we tested against a couple of the available phones and
PDAS, it quickly became clear that the situation was far worse than we had imagined.

At that time, very few phones supported WML and the underlying Wireless Access
Protocol (WAP) technology, but many mobile-phone vendors had announced their
support in upcoming versions. In addition to those on the market, we obtained a couple of
preproduction devices and tested those against the WML standard.

Because WAP was a hyped technology and everybody was rushing to jump on the
bandwagon, there were large differences in how the WML format was displayed. Some
phones displayed input fields on the same line as their label; other phones broke up the
flow of aform by putting the label and input field on two separate lines.

The hype went so far that one mobile-phone vendor released its new model with a
version of WAP that actually was never supported by the phone companies. Add to all
this the difference in screen layout and size between mobile phones and PDAS such as the
Palm, and we quickly decided that in no way did we want to fit all the WML code to
handle al thisinto the completed, tested, and running A SP pages.

At roughly the same time (having had our interest ignited after visiting XML talks at the
1999 JavaOne conference in San Francisco), we started checking out the possibilities of
XML and XSL technologies. The interesting thing about XML and XSL was the fact that
they were being adopted by nearly everyone who was anyone. Microsoft had initial
versions of these components available, and IBM and other Java vendors were hard at
work on their own versions.

Although we had yet to get our hands dirty by actually implementing an application using
XML and XSL, we could see that this might be a way to solve our problems.

So we decided to implement the WML solution using XML and XSL components from
Microsoft. We started out by defining exactly which data we wanted to present. Thiswas
not too difficult because the WML part was to be integrated into the running online
banking solution. The application already consisted of the components that provided the
data. We then developed a single ASP page that accessed the data and built an XML
format using the available parser. When the XML datawas available, it was transformed
into WML using the correct XSL style sheet.

(If you are not familiar with al these components, don’t worry; we will explain the
detailsin Chapter 2.)

And it w